**Experiment 5**

**Aim:** To implement MD5 hashing technique

## Languages used: Java/Python

## Theory:

## Explain MD5 in brief

## Ans: The MD5 message-digest hashing algorithm processes data in 512-bit strings, broken down into 16 words composed of 32 bits each. The output from MD5 is a 128-bit message-digest value. Computation of the MD5 digest value is performed in separate stages that process each 512-bit block of data along with the value computed in the preceding stage. The first stage begins with the message-digest values initialized using consecutive hexadecimal numerical values. Each stage includes four message-digest passes, which manipulate values in the current data block and values processed from the previous block. The final value computed from the last block becomes the MD5 digest for that block.

## Block Diagram of MD5

## Ans:

## 

## Application ofMD5

## Ans: Although it's designed as a cryptographic function, MD5 suffers from extensive vulnerabilities, which is why you want to stay away from it when it comes to protecting your CMS, web framework, and other systems that use passwords for granting access. One of the reasons this is true is that it should be computationally infeasible to find two distinct messages that hash to the same value. But MD5 fails this requirement—such collisions can potentially be found in seconds. Despite the breaches, MD5 can still be used for standard file verifications and as a checksum to verify data integrity, but only against unintentional corruption. It also remains suitable for other non-cryptographic purposes, such as determining the partition for a particular key in a partitioned database.

**Implementation:**

**Code:**

import math

rotate\_by = [7, 12, 17, 22, 7, 12, 17, 22, 7, 12, 17, 22, 7, 12, 17, 22,

5, 9, 14, 20, 5, 9, 14, 20, 5, 9, 14, 20, 5, 9, 14, 20,

4, 11, 16, 23, 4, 11, 16, 23, 4, 11, 16, 23, 4, 11, 16, 23,

6, 10, 15, 21, 6, 10, 15, 21, 6, 10, 15, 21, 6, 10, 15, 21]

constants = [int(abs(math.sin(i+1)) \* 4294967296) & 0xFFFFFFFF for i in range(64)]

def pad(msg):

msg\_len\_in\_bits = (8\*len(msg)) & 0xffffffffffffffff

msg.append(0x80)

while len(msg)%64 != 56:

msg.append(0)

msg += msg\_len\_in\_bits.to\_bytes(8, byteorder='little')

return msg

init\_MDBuffer = [0x67452301, 0xefcdab89, 0x98badcfe, 0x10325476]

def leftRotate(x, amount):

x &= 0xFFFFFFFF

return (x << amount | x >> (32-amount)) & 0xFFFFFFFF

def processMessage(msg):

init\_temp = init\_MDBuffer[:]

for offset in range(0, len(msg), 64):

A, B, C, D = init\_temp

block = msg[offset : offset+64]

for i in range(64):

if i < 16:

func = lambda b, c, d: (b & c) | (~b & d)

index\_func = lambda i: i

elif i >= 16 and i < 32:

func = lambda b, c, d: (d & b) | (~d & c)

index\_func = lambda i: (5\*i + 1)%16

elif i >= 32 and i < 48:

func = lambda b, c, d: b ^ c ^ d

index\_func = lambda i: (3\*i + 5)%16

elif i >= 48 and i < 64:

func = lambda b, c, d: c ^ (b | ~d)

index\_func = lambda i: (7\*i)%16

F = func(B, C, D)

G = index\_func(i)

to\_rotate = A + F + constants[i] + int.from\_bytes(block[4\*G : 4\*G + 4], byteorder='little')

newB = (B + leftRotate(to\_rotate, rotate\_by[i])) & 0xFFFFFFFF

A, B, C, D = D, newB, B, C

for i, val in enumerate([A, B, C, D]):

init\_temp[i] += val

init\_temp[i] &= 0xFFFFFFFF

return sum(buffer\_content<<(32\*i) for i, buffer\_content in enumerate(init\_temp))

def MD\_to\_hex(digest):

raw = digest.to\_bytes(16, byteorder='little')

return '{:032x}'.format(int.from\_bytes(raw, byteorder='big'))

def md5(msg):

msg = bytearray(msg, 'ascii')

msg = pad(msg)

processed\_msg = processMessage(msg)

message\_hash = MD\_to\_hex(processed\_msg)

print("Message Hash: ", message\_hash)

if \_\_name\_\_ == '\_\_main\_\_':

print("MD5 hashing technique")

message = input("Enter your message: ")

md5(message)

**Output:**

![](data:image/png;base64,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)

**Conclusion:** The MD5 Algorithm was studied and implemented successfully.